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Integrating Role-Playing Gamification into Programming
Activities to Increase Student Engagement

Abstract

A number of gamification approaches have been used to encourage greater student motivation and
engagement in the classroom. This paper examines a gamification strategy that is less common in
the classroom, despite its prevalence in successful games: role playing. Role playing games
(RPGs) use a combination of character traits, experience points, and character leveling to illustrate
how a character evolves and grows stronger as the character progresses through the game. By
providing strong connections between the player’s behavior and choices and how their in-game
character develops, RPGs encourage players to identify with and develop a sense of ownership
over their in-game character or persona. In order to encourage adoption of positive student habits
and encourage belief in positive values of student behavior, we describe how RPG elements such
as experience points, leveling, and character traits can be adapted for use in computer
programming activities. By providing feedback on time management behavior, use of incremental
software development practices, and consistent self-checking of one’s work, gamification
elements can be strategically structured to reinforce specific behaviors and to communicate that
specific student practices or work habits are valued. By structuring RPG character traits to convey
an implicit model of “desirable” or “strong” student behavior, students can use their character
development status to track how well they are modeling these behaviors. Further, by providing a
way for a student to identify with an empathize with an “in-assignment” representation of their
personal behavior, RPG elements promote greater student ownership over their own experiences
and greater personal investment in improving their work habits. We rely on existing measures of
student effort as they develop their solutions that are intended to measure productive work the
student invests, and to promote growth mindset beliefs. We show how these measures can be used
to provide gamification-based rewards for target behaviors, such as time management choices,
incremental development, and self-checking. Finally, we show how these elements can be
embedded in an automated grading tool to provide a platform for embedding RPG-like
experiences in assignment feedback. We apply these techniques to a historical data-set of student
activities including 257 students to verify the feasibility and suitability of the design.

Keywords: Assessment, RPGs, XPs, Levels, Traits(Characters), Growth Mindset,
Engagement



1 Introduction

Feedback information in automatic grading systems such as Web-CAT9 usually aids students
when learning programming. Examples of such information include a score of program
correctness, percentage of test coverage, and hints for software errors, etc. However, this
information is machine generated, performance-based, impersonal, and often negative. Such
feedback can easily discourage, frustrate, or even turn off students, especially novice
programmers. These negative effects may lead students to belief in a fixed mindset–believing
intelligence and ability is something you’re either born with, or without7. Fixed mindset belief
can have serious effects in computer science education such as low CS major enrollment/retention
rate, and stereotype threat to minority/female students, etc2.

One way to counteract these effects is to design automated feedback that encourages belief in
growth mindset—believing that ability and skill can be improved through practice and hard
work7. Edwards et al. designed and implemented a suite of fifteen indicators to reflect students’
progress and effort based on students’ submissions8. These indicators span different aspects of
students programming activities and measure positive trends of students’ effort. Another example
effort is that Goldman developed daily missions tasks based on these indicators in Web-CAT.
Students were provided the opportunities to accomplish daily missions tasks to win rewards such
as extra submission energy11.

Studies indicate that gamification can motivate and engage students in their learning process20 16.
Especially Toth et al. integrated Role-Playing Game (RPG) elements into computer science
education experiences to improve the learning environment24. Inspired by their work and
previous effort to improve feedback in automatic grading tools, we demonstrate a strategy for
incorporating Role-Playing Games (RPGs) elements into automated grading feedback to help
student learning. The research question is how can we motivate students with these new RPG
elements, and whether this RPG-based strategy is feasible and rational. We first designed RPG
elements such as Experience Points (XPs) and levels as rewards and recognition of progress as
students work. Then we designed RPG-style character traits to reflect expected programming
behavior patterns we want students follow. Examples of these expected behavior patterns are
good time management, incremental development, etc. In the design scenario, the values of these
integrated RPG elements improve gradually and visible as students make progress in working on
their assignments. Positive information such as earning experience points (XP), level up, increase
characters(traits) value were conveyed to students to encourage and motivate students.

Then we validate the design of these RPG elements against a historical CS2 programming data set
including 257 students and 981 separate submission sequences. The design constraints and details
such as traits range value change, level numbers, and earning experience points (XP) numbers are
decided or tuned in the simulation.

Together with previous efforts, the main goal of these new RPG elements is to provide an
integrated, multi-pronged strategy to engage students and convey positive information to
encourage them towards the belief in a growth mindset–intelligence and ability can be improved
by practice and hard work.

The remaining of this paper is structured as follows. Section 2 discusses related work to improve



feedback in Web-CAT and applications of gamification in education area. Section 3 is to show the
design of RPG elements and how to integrate them into the feedback in Web-CAT. Section 4 is
evaluation part to demonstrate the simulation of our designed RPG elements with a historical
programming data set. Section 5 is conclusions and future work.

2 Background and Related Work

2.1 Previous Effort to Improve Feedback
In order to improve feedback mechanism in assessment tools such as Web-CAT, encourage
students with positive information especially lead to growth mindset belief, Recently effort were
made. A suite of fifteen indicators were designed and implemented to reflect students’ progress
and effort based on their program submissions8. These fifteen indicators compose of seven
general purpose and eight software testing indicators. The main purpose of these fifteen indicators
is to measure students’ positive trend of effort by comparing difference between current
submission with previous submissions. The suitability of these fifteen indicators were verified by
a two semester historical CS2 programming data set. Goldman 11 developed daily missions in
feedback to encourage students based on these indicators. Students can accomplish a small set of
tasks in daily time period (24 hours). These daily mission tasks were designed based on a subset
of indicators. Once students accomplish daily tasks, they will be awarded extra submission
energy—more submission opportunities than regular in a limited time period. Mukund et al. 19

designed a virtual teaching assistant (TA) named Maria in Web-CAT to help students alleviate
negative emotions toward programming. Maria also give motivating or encouraging comments to
move students towards growth mindset trend. Kazerouni et al. 14 15 designed and implemented
metrics to reflect students’ expected programming behaviors such as time management and
incremental development, based on log information collected by Eclipse plugin
DevTracker.

2.2 Applications of Gamificaton in Education Area

Gamification is defined to apply game design elements in non-game contexts5. Gamification in
education is an approach to increase learners’ motivation and engagement by incorporating game
design elements into educational environments 6. In Gamification of education, game design
elements may include: avatar, badges, leaderboards, levels, points, and virtual goods, etc. Goehle
applied video game elements levels and achievements with online homework program WeBWorK
to increase student motivation and engagement10. Li et al. developed a tutorial system named
GamiCAD for first-time AutoCAD users. They applied gamified components challenging levels,
rewards in form of bonus levels and bonus missions, etc to increase student engagement17.
Studies examine the impact of gamification on students’ learning activities in different
perspectives such as performance, engagement, behavior, motivation, participation, and retention,
etc6 13 4 12. However, gamification in education does not always work and sometimes even has
negative effects. Their effect vary in different educational learning contexts 4.23.



3 Design

Our main objective is to augment current feedback in Web-CAT with RPG elements to encourage
growth-mindset belief and encourage positive behavior patterns such as time management.
Inspired by gamification education work6 13 4 12, we have several candidate RPG components to
select from, such as: leaderboards, scores, rewards, avatars, progress bars, experience
points/levels etc. However, we should be careful to select and design appropriate RPG elements
to avoid performance-based game elements leading to students’ fixed mindset or stereotype threat.
For example, Christy showed leaderboards in the classroom may have unexpected effects. They
may lead to stereotype threat for female students, based on women’s math performance
information3. Initially we design three game components: experience points (XP)/levels, and
traits (characters) together towards our goal. However, these RPG elements were purposely
designed individualized and to avoid competition among students. Students can only visualize
and compare their individualized performance with their own historical performance in feedback
and not compare with their peers. Since similar to leaderBoard, RPG competition among students
may frustrate lagged students to lead fixed mindset trend. One of characters of students with fixed
mindset is they feel threatened by the success of others 1.

3.1 Experience Points (XP) and Levels
In RPGs, experience points (XP) and levels are often used to reward players and demonstrate their
progress through the game. Players earn XP and level up by accomplishing tasks such as
defeating enemies, overcome obstacles, pick up trophies, etc. We design XP and levels in a
similar way but in an educational context.

The first design consideration is whether XP/levels are applicable for only a single course or
transferable across multiple courses. In RPGs, XP/levels are not transferable between games
since different games have different mechanisms. However, XP/levels inside one game can be
consecutive in different phases since the mechanism are similar. For example, Dungeons &
Dragons has three tiers for levels: ”Heroic” for levels 1–10, ”Paragon” for levels 11–20, and
”Epic” for levels 21–3025. In our university, the computer science curriculum is designed to teach
students in ascending difficulty levels. Freshman students normally take introductory
programming courses like CS1. Then sophomore and junior students level up to take intermediate
data structures and architecture courses. Finally senior students accomplish advanced level
courses such as system/database/network courses and capstone project courses. In RPGs,
experience points (XP) are used to quantify a player’s (or character’s) progression through the
game. XP can be implemented in different ways. Level-based progression XP are widely applied:
Players win enough XP as rewards to reach next higher level27. Players in the next level will have
increased ability. We want to design level-based XP to reflect students’ progress through their
courses. However, we want to avoid associating XP directly with performance-based criteria such
as students’ assignment scores, since this may cause unexpected negative effects. A suite of
indicators that assess students’ progress and effort based on their submissions8 are a possible
candidate measure for XP. However, the triggered indicator information is hidden from students.
If we associate indicators with XP/levels directly, students are not aware of them and cannot
associate XP changes with indicators’ triggered information. We have to somehow connect XP



Figure 1: An example of daily missions interface, from Goldman et. al’s work11

Figure 2: An example of notification to a student, after a daily mission task accomplished.

with students’ visible and understandable gains. Fortunately, Goldman et al.11 designed daily
missions in Web-CAT to challenge students with small, achievable goals, based on a subset of
indicators’ triggered information during each 24-hour time period. The daily mission tasks span
aspects of software design, implementation, and testing activities when students work on their
assignments. Examples of daily missions are improving code modularity, improving
documentation, and increasing self-testing, etc. Each day, a randomly selected set of 5 sub-tasks
are presented to students to accomplish. If students accomplish daily missions, they will be
awarded with perks that give extra submission opportunities for their assignment for that day.
Figure 1 shows a daily missions interface11. We design XP to work together with this daily
missions interface: rewarding students through an XP increase, such as 20 XP points, when they
accomplish a daily missions task. Figure 2 shows the designed feedback dialog box to students
when they accomplish a daily missions task.

Once we designed XP, we continue to design levels. Recall that the objective of XP/level design
is to reward students to show their progress and recognize their effort. The naive strategy is to
divide XP range by levels evenly. e.g., XP from 1 to 100 is specified level 1, XP from 101 to 200
is specified as level 2, and so on. However, this evenly division strategy is boring and don’t have
effect we desired. In current RPG games such as Dungeon & Dragon, Pokemon, and Final
Fantasy, as players progress, it becomes harder to reach next level: more XP increase are needed.
These RPG games apply exponential or quadratic XP increase to level up. We design exponential
next level function similar to Final Fantasy as22:

f u n c t i o n n e x t L e v e l ( l e v e l )
l o c a l e x p o n e n t = 1 . 5
l o c a l baseXP = 10
r e t u r n math . f l o o r ( baseXP ∗ ( l e v e l ˆ e x p o n e n t ) )

end

Parameter exponent defines the difficulty between levels and how difficulty increases as level up.
If exponent is 1, the level change aren’t getting increasingly harder. If exponent is very large ¿= 5,
the difficulty of level change will be very hard. We tune and find these parameters in next level



Figure 3: Web-CAT feedback main interface

Figure 4: Student profile with traits(characters)

function.

3.2 Students Traits(Characters)
In Role-Playing Games (RPGs), players’ attribute normally is a data to define how far to reach
certain fictional ability or character. e.g., in Dungeons & Dragons games player has six attributes:
Strength, Intelligence, Wisdom, Constitution, Dexterity, Charisma26. In educational game design,
progress bar is often used to reflect students’ status in learning process16. Inspired by RPGs and
progress bar, we design students’ traits(characters) to reflect expected programming behaviors we
want to students work towards. Similar to experience points(XP) and levels, students traits value
is designed in range from 0 to 100 and spans five CS courses and each course with four
assignments. For each assignments students are expected to get 5 points traits value gain at most.
Figure 4 demonstrates six traits (characters) we designed in student profile interface. We design
student profile interface can be accessed from detail button in top right corner of main feedback
interface in Web-CAT. Student profile interface shows basic information of a student such as
avatar, XP/Levels, rank, badges, and traits(characters).

The six students traits are:



• Time Manager: students’ efficient time management behavior pattern.

It is based on metric Working Early and Often in Kazerouni et al work15. In their work,
Metric Working Early and Often was originally defined as mean and median of time period
of between students’ edit events and project due time, captured by Eclipse Plugin
DevEventTracker when students submit their assignments. The larger the metric Working
Early and Often ’value, the better students’ time management and avoidance of
procrastination.

• Incremental Developer: students work their assignment incrementally.

Similarly, this trait is also based on metrics from Kazerouni et al. work14. They designed
three metrics: Incremental Checking, Incremental Test Checking, and Incremental Test
Writing to reflect students’ incremental effort. All these three metrics are also based on
events captured by DevEventTracker, but in the range of intervals between events.

• Bug Stamper: students’ ability to find and fix program bugs.

This trait Bug Stamper is designed to base on the indicator Increasing Correctness. For
each submission, we calculate sum of the indicator Increasing Correctness triggered in
current and historical submissions. Then apply normalization to get the value of the trait
Bug Stamper.

• Persistence: students’ continuous effort or work even facing on difficulties and obstacles.

We define measurable students’ persistence pattern in two phases: Phase 1: Non-progress.
Students make sequential submissions showing no-progress(stuck) based on measurable
parameters such as indicator Increasing Correctness8; Phase 2: Breakthrough. Students
finally make progress in coming submission reflected by obvious positive change in
measurable parameters. The frequency of persistence pattern in students is used for this
student trait.

• Syntax Mastery: Students’ proficiency to find and correct syntax errors.

Syntax errors can be detected in program compile and execution time. Students’ program
will not compile and execute correctly until syntax errors were fixed. Normally students fix
syntax errors by compile and test their solutions with IDEs before make their submissions
in Web-CAT. But in some conditions students make submissions even their program cannot
compile or execute, especially when project deadline is approaching or testing time.
Web-CAT can compile and execute students’ solutions. Syntax Mastery can be measured
directly in Web-CAT as ratio of submissions of program of successfully compile and
execute to all submissions for each assignment.

• Self-Regulator: students’ strategy to work their assignments wisely.

Self-regulation is originally defined as the ability to be aware of one’s thoughts and actions
and evaluate how well they are moving towards a goal 21. In the contexts of students’ learn
programming process, in order to accomplish a program solution, self-regulation can be
composed of multiple phases activities such as reiterating problem, search for analogous
problems, implement and evaluate solutions, etc 18. One of self-regulation element is



monitoring process towards a solution. Web-CAT main feedback interface provides rich
information to let students trace and compare the change of their submissions. Currently
We design Self-Regulator as how often students check Web-CAT feedback interface in their
whole submission period and how much parameter score change between adjacent
submissions.

These six students traits are designed to monotonous increasing and span multiple courses and
assignments. Student can visualize them in profile interface when they are working on their
assignments.

3.3 Automatic Integration of RPGs into Web-CAT
We design RPG elements XP, levels and traits(characters) together and integrate them into
feedback mechanism in automatic grading system web-CAT. When students work on their
assignment to make submissions in Web-CAT, in the backend, Web-CAT automatically monitor
triggered indicators’ information in their submissions. Based on these triggered indicators’
information, RPG elements were calculated. Students can earn experience points(XP), level up,
improve their traits value as they make progress when working assignments. On top-right corner
of main Web-CAT main feedback interface, there is a profile button. When students click the
profile button, as shown in Figure 3. Students can view profile interface when they are work on
their assignments, as shown in Figure 4. The profile interface basically shows ranking
information reflected by XP, levels, traits value. At the same time, students will also be provided
daily missions opportunity to improve their status demonstrate by RPG elements value.

4 Evaluation of Suitability

4.1 Evaluation of Experience Points and Levels
Before integrating the designed XP/levels into feedback in Web-CAT, we evaluated these new
components’ rationalization and feasibility, with a historical students program cohorts. Recall in
design part XP/Levels span through multiple courses instead of a single one. Let’s say five
courses in total. However, we only have one historical data set available, collected from two
semesters of CS2 Data Structure and Algorithm course at XXX XXX. In this cohort total 257
students made 981 separate program solutions with total 20,363 submissions. Each students made
approximate 4 assignment submissions. We simulate to have five sequential courses of data set by
applying one copy of our available data set for each five individual courses. Although the
difference between these five sequential courses such as difficulty levels may exist, they are
ignored in our evaluation.

We designed students can win XP through multiple ways: either change their behaviors in
expected patterns such as more efficient time management, or accomplish daily missions tasks. In
order to simplify our simulation, the former case is left for future and currently we only consider
the latter case: students were provided daily missions tasks opportunities and accomplish them to
win XP. A student can earn 20 XP once they finish a daily missions task.

Table 1 shows statistic results for XP earned at the end of each five courses in our



Table 1: Statistic results for XP distribution at the end of each course in simulation.
name mean sd

End of course 1 100.69 52.53
End of course 2 201.46 102.28
End of course 3 302.38 150.94
End of course 4 402.99 201.66
End of course 5 505.21 250.85

Table 2: Level/XP distribution in courses 1-5 in simulation
Course1 Course2 Course3 Course4 Course5
Level XP Level XP Level XP Level XP Level XP
1 10 6 150 9 270 12 415 15 580
2 30 7 185 10 320 13 470 16 640
3 50 8 230 11 365 14 525 17 700
4 80 9 270 12 415 15 580 18 765
5 110
6 150

Notes: XP value is upper bound students can reach in corresponding level.

simulation.

Recall in the design part we use exponential level up function to calculate levels. We tuned level
up function parameters baseXP and exponent value correspondingly based on statistic results of
XP in tables 1, especially mean values of each five courses. We find BaseXP value 10, exponent
value 1.5 meet with our design goal. We calculate the distribution of levels/XP in courses 1-5 in
simulation, as shown in table 2.

From table 2 we can see students’ levels gradually span courses 1-5 to reach up to level 18.
Students level up approximate 4 levels for each five courses.

We also plot a histogram of students numbers percentage vs levels at the end of each five courses,
as shown in figure 5. The horizontal axis is level number, vertical axis is percent of students
number. From figure 5 we can see as students work from course 1 to course 5, major students
gradually move from low levels to high levels.

4.2 Evaluation of Students’ traits
Six students traits were designed to encourage expected programming patterns we want students
follow. Similar to experience points (XP) and levels, we run simulation to validate these traits
value and range change, to find appropriate threshold value and any constraints. We applied same
historical CS2 programming dataset used before in experience points(XP) and levels
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simulation.

For traits Time Manager, Increment Developer, and Bug Stamper, we simulate to generate
snapshot of traits value gain change for each students submissions, based on indicators triggered
information and time information. In each submission, students make some traits gain if they
make progress. In simulation 257 students take 5 continuous courses and each course include 4
assignments. Figure 6-8 show the snapshots of traits gain at the end of five courses for these three
traits, in coarse-grain perspective. Students traits value gradually increases as they work from
course 1 until course 5. TimeManager trait gains is low, compared with IncrDeveloper and
BugStamper.

In addition to coarse-grained perspective of these three traits gains with mean and standard
deviation shown in Figure 6-8. We also plot fine-grained perspective of these three traits gains
with students distribution at the end of each five courses, as shown in Figure 9-11.

For traits Persistence, we want to validate rationality of parameters for students
non-progress(stuck) phase: how many submissions and how much time period. We run
simulation with a historical two semester CS2 programming data set including 257 students made
by 981 separate submission sequences. In this simulation, we select an example criteria to reflect
students make non-progress or breakthrough: Indicator Increasing Correctness which shows
students’ solution in current submission passed more instructor-provided reference tests than
before8. If Indicator Increasing Correctness does not change significant in current submission
compared adjacent previous submission, we treat current submission in non-progress(stuck)
status; otherwise, students make breakthrough. From common sense, the duration time of
Persistence pattern cannot be too short or too long. We limit non-progress time period in a range
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Figure 9: TimeManager trait gains in students distribution at the end of five courses
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Figure 10: IncrDeveloper trait gains in students distribution at the end of five courses
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Figure 11: BugStamper trait gains in students distribution at the end of five courses
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Figure 12: Histogram of continuous submission numbers in non-progress phase

at least 30 minutes and no more than daily work time (8 hours).

We calculate distribution of non-progress submission numbers and time period, as shown in figure
12 and 13.

Figure 5 shows histogram of percent of submissions vs No. of continuous submissions among all
candidate non-progress submissions. Students normally make 20 to 50 submissions in a single
assignment. Percent of submissions decreases as No. of continuous submissions increases. Major
80 percent qualified non-progress submissions with non-progress(stuck) phase have No. of
continuous submissions less than 10. We can use a value range from 5-10 as parameter for No. of
continuous non-progress submissions.

Figure 6 shows histogram of percent of submissions vs time period of non-progress phase. We
can see percent of submissions decreases as time period of non-progress phase increases. Major
80 percent qualified non-progress submissions is within 200 minutes(around 3 hours).

We have not validate traits Self-Regulator and Syntax Master. We leave these three traits’
evaluation in future once we collect data in classroom after we deploy these traits in Web-CAT.

5 Conclusions

This paper demonstrates initial work to design RPG elements character traits, experience
points(XP), and levels together to integrate them into feedback of an automatic program
assignment grading tool. These RPG elements together were validated by using a data set of
historical programming data to assess its rationality and feasibility.
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Figure 13: Histogram of time period in non-progress phase

Together with prior work to improve feedback in automatic assessment tools, these RPG elements
aim to communicate visible information when students make progress on their assignments, with
the goal of engaging students and leading students towards growth mindset beliefs and adoption
of positive development behaviors.

Among these RPG elements, six characters( traits) were chosen to lead students towards expected
behavior patterns such as time management and incremental developments, self-checking, etc.
experience points(XP) and levels are designed as visible rewards and reflect a student’s status
when they make progress such as accomplishing daily missions tasks or demonstrating positive
changes in targeted behavioral traits. All these RPG elements were designed span through
multiple courses and assignments.

We validate four of six traits with a historical CS2 programming data set to find appropriate
threshold parameters relate character traits value gain. In similar way we also validate the design
of XP and levels with same historical CS2 programming data set. The simulation spans through
multiple courses and multiple assignments. The simulation helps us to find appropriate threshold
parameters value in these RPG elements design. Simulation results mainly meet our design
expectation for these RPG elements.

We plan to implement and deploy these new designed RPG elements in CS1/CS2 courses to
conduct a usability study for these elements in classroom.
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