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Computer programming has become a fundamental engineering competency, but engineering students outside of traditional computing-intensive specialties often fail to understand its value. In our quest to enhance student awareness of the importance of programming, we seek to understand the relationship between characteristics of individual learners (in particular, their position in the Fixed-vs.-Growth Mindset continuum, and their Openness to Experience) and their attitudes toward programming. We conducted a study involving engineering students in fields not traditionally associated with computing. Three surveys were administered, investigating the students’ attitudes toward Computer Science, their Openness to Experience, and their Mindset (Fixed or Growth). The results indicate that interventions emphasizing the usefulness of programming, particularly across a broad range of applications, may have a positive effect on student attitudes, and that interventions focusing on algorithmic thinking may have a significant effect on student confidence and therefore intention to go further in learning programming.

Introduction

Although most engineering faculty and professionals view computer programming as an essential part of an undergraduate engineering curriculum, engineering students do not always share this viewpoint. In fact, engineering students outside of computer and electrical engineering may not realize the value of computer programming skills until after they have graduated and advanced in their career [1]. Failure to find value in computer programming may have negative consequences for learning. Indeed, engineering students who do not view programming as interesting or useful show poorer performance on tests of programming concepts than students who do [2]. This finding is consistent with theories of technology acceptance [3-4] that emphasize perceived usefulness as a key determinant of attitudes toward a technology and subsequent use or disuse of it. This suggests that engineering coursework should include specific interventions that emphasize the utility of programming skills for a career in engineering.

Intervention effectiveness, however, may depend in part on the characteristics of the individual learners, including their beliefs about the nature of intelligence and their Openness to new experience. Intrinsic learner characteristics, such as whether a student possesses a Fixed or Growth Mindset, may affect a students’ overall academic success [5]. Students with a Fixed Mindset tend to view their intelligence and abilities within an area as unchangeable; their self-talk with regards to learning programing might include, “I’m not good at programming”. In contrast, those with a Growth Mindset are more likely to view their intelligence and abilities as something that can be developed; their inner dialogue might include, “I don’t know how to program yet, but I can get better at programming”. These differences may shape student’s attitudes toward learning a new skillset like programming and their intentions to develop this skill in the future.

Another personality trait that may affect learning programming is Openness to Experience. Also referred to as intellect, Openness is one of the Big 5 Personality Traits [6]. Individuals with this trait can be described as cognitive explorers; they are curious and excited about learning, and they
actively seek out cognitively challenging situations [7]. Recent work has found that Openness to Experience is significantly correlated ($r=0.41$) with scores on the Computational Thinking Test [8]. Other recent work has suggested that Openness may be increased through cognitive training [9].

The purpose of the current work is to understand engineering students’ attitudes toward and experiences with computer programming, and to assess the relationship between their attitudes, Mindset, and Openness to Experience.

Methods

Participants. Seventy-nine engineering students participated in the study as part of a general education Psychology course. Of these, 73 participants (including 22 women) completed the full study and correctly answered 4 trap questions that were included to assess whether participants were paying attention during the study. The mean age of participants was 19.58 (SD= 0.91). Study participants reported the following engineering majors: Biomedical Engineering (11), Chemical Engineering (7), Civil Engineering (9), Environmental Engineering (2), General Engineering (1), Material Science and Engineering (4), and Mechanical Engineering (39). Students in computing-related engineering fields (like Software Engineering and Electrical Engineering) as well as students with computing-related minors were not included in the sample.

Materials and Procedure. Participants completed a computer language inventory and three surveys. The first survey inquired about students’ attitudes toward Computer Science [10]. The scale was developed specifically to assess engineering student’s attitudes toward Computer Science and contains 38 questions related to student’s (1) confidence in their ability to learn Computer Science skills, (2) interest in Computer Science, (3) beliefs about the usefulness of learning Computer Science for their career goals, (4) beliefs about professionals in the Computer Science field, and (5) perceptions about Computer Science as a male field. Participants responded to each question on a four-point Likert-like scale ranging from strongly disagree to strongly agree. Questions from each of the five categories were averaged and summed to produce an overall measure of Attitudes toward Computer Science. High scores indicated positive attitudes.

The second survey posed questions related to different aspects of Openness to Experience [11]: intellectual efficiency, ingenuity, curiosity, aesthetics, tolerance, and depth. Participants responded to each question on a five-point Likert scale ranging from strongly disagree to strongly agree. Ratings on each question were summed to produce an overall Openness score. Additionally, the scores for intellectual efficiency, ingenuity, and curiosity were summed to produce an Intellectual Openness score. Scores for aesthetics, tolerance, and depth were combined to produce a Cultural Openness score.

Finally, the third survey probed participants’ beliefs about the nature of intelligence and whether it is fixed or can be developed [5]. The survey contained four questions which were rated on a six-point Likert-like scale ranging from strongly agree to strongly disagree. Low scores indicated a Fixed Mindset, while higher scores indicated a Growth Mindset.
Results

The current analysis focuses on five self-reported beliefs and intentions about programming and their relationship to Mindset, Openness to Experience (Openness), and Attitudes toward Computer Science (ACS). Average responses to these five key questions are illustrated in Figure 1. Participants generally agreed with the statements that (1) programming is a useful skill for engineers, (2) that they could be a good programmer if they took some college-level classes, and (3) that knowing at least some basics about programming will help them find a job in the field. On average, participants slightly agreed with (4) the intention to take at least one programming course. Participants slightly disagreed with the statement that (5) the way programs have to be constructed makes no sense.

Figure 1. Average scores on key question. Average usefulness scores. Error bars represent the standard deviation of the mean.

Pearson Correlations among all of the variables were calculated and are presented in Table 1. Significant correlations ($p<.01$) are marked with asterisks. Scores on the ACS were positively correlated with the view of programming as a useful skill and the intention to take a programming class. In fact, of all variables we examined, intention to take at least one future programming course was most strongly correlated with the ACS score. Examination of the ACS subscales (Table 2) provides more insight into this relationship. Looking at the five underlying constructs, only confidence, interest, and usefulness to one’s career were significantly correlated with intention to take a future course.

ACS was also negatively correlated with the view that the way programs have to be constructed does not make sense. Examining the ACS subscales, responses to the statement that program construction makes no sense was strongly negatively correlated with both confidence and interest in Computer Science. Importantly, although participants only mildly disagreed with the statement that program construction does not make sense, ratings on this question were negatively correlated
with intention to take at least one programming class, suggesting that individuals who struggle with algorithmic thinking are less likely to plan to take programming courses in the future.

Table 1
Correlations among mindset, Openness, ATC, and key programming questions. **p<.01

<table>
<thead>
<tr>
<th>Variable</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>8</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Mindset</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>2. Openness to Experience</td>
<td>0.36**</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>3. Attitude toward CS</td>
<td>0.12</td>
<td>0.41**</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>4. Programming is a useful skill for engineers.</td>
<td>0.06</td>
<td>0.13</td>
<td>0.34**</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>5. I think I could be a good programmer if I took some college-level classes.</td>
<td>-0.03</td>
<td>0.28</td>
<td>0.29</td>
<td>0.1</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>6. The way programs have to be constructed makes no sense to me.</td>
<td>0.25</td>
<td>-0.17</td>
<td>-0.33**</td>
<td>0.03</td>
<td>-0.39</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>7. I plan to take at least one programming course at MTU.</td>
<td>-0.04</td>
<td>0.09</td>
<td>0.40**</td>
<td>0.15</td>
<td>0.30</td>
<td>-0.30**</td>
<td></td>
<td></td>
</tr>
<tr>
<td>8. Knowing at least some basics about programming will help me find a job in my field.</td>
<td>0.10</td>
<td>0.09</td>
<td>0.28</td>
<td>0.22</td>
<td>0.12</td>
<td>0.01</td>
<td>0.12</td>
<td></td>
</tr>
</tbody>
</table>

Table 2
Correlations between ATC underlying constructs and key programming questions. **p<.01

<table>
<thead>
<tr>
<th>Variable</th>
<th>Confidence</th>
<th>Interest</th>
<th>Gender</th>
<th>Usefulness</th>
<th>Professional</th>
<th>ATCS</th>
</tr>
</thead>
<tbody>
<tr>
<td>I think I could be a good programmer if I took some college level classes.</td>
<td>0.42**</td>
<td>0.00</td>
<td>0.10</td>
<td>0.12</td>
<td>0.29</td>
<td></td>
</tr>
<tr>
<td>The way programs have to be constructed makes no sense to me.</td>
<td>-0.62**</td>
<td>-0.40**</td>
<td>0.02</td>
<td>-0.01</td>
<td>-0.04</td>
<td>-0.33**</td>
</tr>
<tr>
<td>I plan to take at least one programming course at MTU.</td>
<td>0.31**</td>
<td>0.33**</td>
<td>0.13</td>
<td>0.37**</td>
<td>0.16</td>
<td>0.40**</td>
</tr>
<tr>
<td>Knowing at least some basics about programming will help me find a job in my field.</td>
<td>0.10</td>
<td>0.10</td>
<td>0.41**</td>
<td>0.40**</td>
<td>-0.02</td>
<td>0.28</td>
</tr>
</tbody>
</table>

Table 3
Correlations between the intellectual and cultural dimensions of Openness and key programming questions. **p<.01

<table>
<thead>
<tr>
<th>Variable</th>
<th>Intellectual Openness</th>
<th>Cultural Openness</th>
</tr>
</thead>
<tbody>
<tr>
<td>Attitude toward CS</td>
<td>0.37**</td>
<td>0.29</td>
</tr>
<tr>
<td>I think I could be a good programmer if I took some college-level classes.</td>
<td>0.41**</td>
<td>0.06</td>
</tr>
<tr>
<td>The way programs have to be constructed makes no sense to me.</td>
<td>-0.34**</td>
<td>0.01</td>
</tr>
<tr>
<td>I plan to take at least one programming course at MTU.</td>
<td>0.15</td>
<td>0.01</td>
</tr>
<tr>
<td>Knowing at least some basics about programming will help me find a job in my field.</td>
<td>0.05</td>
<td>0.09</td>
</tr>
<tr>
<td>Programming is a useful skill for...</td>
<td></td>
<td></td>
</tr>
<tr>
<td>engineers.</td>
<td>0.12</td>
<td>0.09</td>
</tr>
<tr>
<td>scientists.</td>
<td>0.21</td>
<td>0.21</td>
</tr>
<tr>
<td>educators.</td>
<td>0.14</td>
<td>0.41**</td>
</tr>
<tr>
<td>people in social science fields.</td>
<td>0.11</td>
<td>0.29</td>
</tr>
<tr>
<td>people in the medical field.</td>
<td>0.09</td>
<td>0.39**</td>
</tr>
<tr>
<td>writers.</td>
<td>-0.06</td>
<td>0.37**</td>
</tr>
</tbody>
</table>
As shown in Table 1, Openness to Experience was positively correlated with both mindset and ACS, but was unrelated to all other factors. Analysis of the two underlying dimensions of Openness — Intellectual Openness and Cultural Openness — revealed additional insights. As shown in Table 3, Intellectual Openness was significantly positively correlated with ACS as well the belief that one could be a good programmer if they took some college-level classes. It was also negatively correlated with the view that the way programs have to be constructed does not make sense.

Cultural Openness, in contrast, was not significantly correlated with ACS nor with intentions to take a programming class, but it was correlated with the view that programming was a useful skill in other non-engineering disciplines. (As illustrated in Figure 2 below, participants viewed programming as most useful for engineers and scientists, with average ratings for other disciplines falling somewhere between “disagree” and “agree”). Although the reason for this relationship is unclear, it may suggest that individuals who are more open-minded have an easier time speculating about the utility of programming for people in disciplines that students may view as having little in common with their own. Another possibility is that students who are more culturally open may have a broader range of academic experiences that may have allowed them to see beyond stereotypes that certain skillsets are relevant to only STEM or non-STEM fields.

Figure 2. Average usefulness scores. Error bars represent the standard deviation of the mean.

**Discussion**

The current results emphasize the importance of perceived usefulness of programming on intention to take programming classes in college. This finding is consistent with the Technology Acceptance Model (TAM), which has been widely used within the field of information technology to predict intention to use technologies [3]. Within the TAM, behavioral intention to use a technology is directly influenced by both the perceived usefulness and the perceived ease of use of the
technology. Perceived usefulness, in turn, is directly affected by several other factors, including the degree to which the technology is considered applicable to one’s career path [12].

In the fall of 2019, our research group implemented pilot interventions focused on increasing the perception of the usefulness of programming for engineers. The intervention comprised presentations from industry professionals explaining the usefulness of programming within their careers, how they overcame programming challenges, and how the skill of programming contributed to their success. Although the current study results further motivate the focus of these interventions, thus far the interventions have proven unsuccessful at producing statistically significant changes in students’ acceptance of programming, possibly due to the fact that they were one-time, online presentations that did not afford students with the opportunity to ask questions nor require them to reflect upon their own career plans. One unexpected finding in the current study was that students who scored higher on the Cultural Openness dimension were more likely to view programming as useful in other fields. This suggests that it may be useful to focus interventions on increasing a sense of the broad utility of programming across all disciplines.

Another useful finding was that intention to take a future programming class was negatively correlated with ratings on the statement, “The way programs have to be constructed makes no sense to me.” Agreement with this statement indicates difficulty with algorithmic thinking, suggesting that interventions focused on algorithmic thinking may be effective at increasing confidence and interest in computer science and increasing intentions to develop programming skills while in college.

Of course, the data presented here is correlational. It is possible that the relationships we have discussed reflect effects of other underlying variables that we have not yet assessed. Nevertheless, the current data point to areas of potential focus for future interventions. A further caveat is that the current work assesses only students’ intentions to take a future programming classes and their belief that if they do so that they have the potential to become a good programmer. It is possible that focusing on algorithmic thinking and perceived usefulness may increase intention, but may not ultimately yield the desired behavior. The Theory of Planned Behavior (TPB), however, suggests that positive attitudes and behavioral intention are two key predictors of future behavior [13]. The TPB has been used to inform the design of successful outreach programs aimed at recruiting more under-represented minorities into engineering [14] and to study entrepreneurial intention among science and technology students [15]. TPB has also been used to predict STEM major and career choice for high school juniors and seniors, with attitude and intention being the most predictive components of the model [16]. Together, these programs document the importance of attitudes driving behavioral intention and action. TPB further identifies subjective norms, social norms, and perceived behavior as additional factors that affect whether intentions lead to actions. Our future interventions, therefore, should also consider establishing norms surrounding programming as an expected skillset for engineers early in the engineering curriculum.

Conclusion

This project is part of a larger research program aimed at understanding the factors that influence engineering students’ adoption of technology and the development of skillsets that will enable future engineers to keep up with the rapid pace of technological change. The results suggest that effective interventions should focus on the development of algorithmic thinking and reinforce the
utility of programming as a skill, both generally and specifically within engineering careers. We have repeated this study with another large cohort of students, which will allow us to confirm these results and also examine differences between engineering and computing students. As noted earlier, we recently piloted a one-time video-based intervention. As it did not produce shifts in attitudes toward programming, our future work will focus on addressing the usefulness of programming throughout the first year Engineering curriculum and providing opportunities for students to reflect upon the relevance of programming to their own career goals. Our intervention will be further informed by recent focus groups conducted with first year and fourth year engineering students that examined how students learned various technologies (e.g., solid modeling software, Matlab) and their expectations about learning new technologies in the workplace.
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