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Work‐in‐Progress: Undergraduate Courses in Quantum 
Computing: A Proposal based on our Experience Building a 

Python-based Quantum Computer Simulator 
 
Abstract 
 
There is a growing need for scientists and engineers with Quantum Information Science and 
Technology (QIST) skills.  To address this need for ‘quantum aware’ graduates we describe a 
two-course sequence in quantum computing suitable for undergraduate students studying 
electrical engineering, physics, and computer science.  Our approach is unique in that it aims to 
take full advantage of the diverse backgrounds of second and third year undergraduate students 
from these three STEM disciplines.  Students will work in interdisciplinary teams to (1) 
understand the physics and the computational theory relevant to quantum computing, (2) develop 
computer code that simulates a quantum computer, (3) understand the relevance and importance 
of existing quantum computing algorithms, and (4) appreciate the need for future research in 
quantum computing.  Our approach is informed in part by our experience working with a pair of 
undergraduate students this past summer on the development of a Python-based quantum 
computer simulator.  This experience showed that building a simulator was an effective way to 
teach the theory underlying quantum computing.  Building a simulator also provides an excellent 
foundation upon which to explore student-accessible research projects in quantum computing, 
which is a high-impact educational practice. 
 
1. Introduction 
 
As current semiconductor-based integrated circuits reach the limits of scaling, researchers are 
turning their attention to novel device technologies and new computing architectures to obtain 
continued improvements in computing performance [1]. A promising emerging technology is 
quantum computing, which is theoretically predicted to provide exponential increases in speed 
over classical computers for certain problems, such as solving linear systems of equations [2] 
and factoring integers via Shor’s algorithm [3]. The potential to factor large integers in 
polynomial time with quantum computers makes current encryption methods vulnerable – this 
initially fueled much of the interest in quantum computing. Combined with recent advances in 
quantum hardware which have produced experimental quantum machines on the order of 50 to 
100 qubits [4], there is now widespread interest from academia and industry in quantum 
computing as a viable technology for the post-Moore’s Law era. The National Quantum 
Initiative Act, signed into law in December 2018, calls for an accelerated commercialization of 
quantum technologies and highlights the need to train the next generation of scientists and 
engineers with skills in quantum information science and technology (QIST) [5]. 
 
Surveys of the nascent quantum industry reveal a need for scientists and engineers with a broad 
spectrum of QIST expertise. Hughes et al. surveyed 57 companies in the quantum industry to 
determine their hiring needs for the next two to five years [6]. While the greatest need was for 
theoretical physicists and quantum algorithm developers, there was also a significant need for 
engineers knowledgeable in circuit design, test and measurement, and control systems as well as 



data scientists and software developers. While many of these positions did not specifically 
require a background in quantum computing, clearly being knowledgeable of the QIST field 
would be an asset when working in the quantum industry. Another recent study of 21 US 
quantum companies found that 95% of them employed engineers, with 71% having a 
background in electrical engineering [7]. In particular, there is a need for electrical engineers 
with expertise in control systems and electronics to build the interface circuits to the quantum 
circuits, especially for measuring quantum states. This requires knowledge of Field 
Programmable Gate Array (FPGA) technology for processing the data [8], [9] as well as 
expertise in designing CMOS circuits operating at cryogenic temperatures for implementing low-
noise electronics that interface with quantum processors [10], [11], [12]. A review of the 
anticipated engineering positions needed in the quantum technology market reveals that most of 
the openings will be for ‘quantum-aware engineer[s]’ and ‘non-quantum engineer[s] employed in 
a quantum company’ [13]. A number of employers noted the best way to increase this work force 
is to simply augment a classical engineering curriculum with a one or two semester course in 
quantum computing [7]. 
 
Several universities have offered courses in quantum computing at the graduate and 
undergraduate levels. Due to the growing demand for ‘quantum-aware’ specialists, there is a 
need for introductory-level QIST courses. In this paper, we describe a pair of introductory 
courses in quantum computing for undergraduate students studying electrical engineering, 
physics, and computer science. By requiring a modest set of prerequisites, the courses will be 
accessible to a broader range of STEM students. Our approach features an interdisciplinary 
learning environment, which prepares students for modern work environments where engineers 
and scientists routinely work with other disciplines to solve complex and multifaceted design and 
research problems [14], [15]. This is especially true in the QIST industry, where theoretical 
physicists, electrical engineers, and data scientists routinely interact [6]. Having interdisciplinary 
teams of students collaborating on in-class exercises, coding assignments, and projects is 
expected to enhance the learning experience by promoting high-level cognitive skills such as 
problem-solving and critical-thinking [16]. When this high-level thinking is combined with 
metacognitive reflection, students are able to develop expert learning skills by being able to use 
the appropriate reasoning strategies and concepts to solve new problems [17].  
 
Our first offering for these courses is planned for the Spring 2023 semester. We expect to have 
10 to 15 students enrolled but will cap enrollment at 20 students for the initial offering. Rather 
than a separate laboratory section, some lecture time will be allocated for students to work on 
their code in interdisciplinary teams. These teams will also be assigned joint exercises to be 
completed outside of class. 
 
The outline of our paper is as follows. The next section provides the context, motivation, and 
goals for the courses. The following section details the content for the proposed courses in 
quantum computing. An innovation in the courses, the development of a Python-based quantum 
computer simulator, is then detailed, followed by a discussion of learning outcomes and selected 
undergraduate research projects. 
 
 
 



2. Background, Motivation, and Goals for the Course 
 
Our university, Loyola University Maryland, is a private liberal arts institution of approximately 
3800 students. Loyola focuses primarily on undergraduate studies and features STEM 
departments in engineering, computer science, physics, chemistry, biology, and mathematics. 
The proposed courses in quantum computing will be taught by professors in electrical 
engineering, physics, and computer science. The goals of the courses are as follows: 

1. The courses will have prerequisites that can be typically met in the freshman year. This 
will make our courses accessible to students with more diverse backgrounds earlier in 
their college careers, which will help with inclusion and retention of students in the 
STEM fields. 

2. The courses will have students write Python code to reinforce their learning of the theory 
underlying quantum computing. 

3. The courses will prepare students to do research in quantum computing as undergraduates 
by introducing them to and giving them the opportunity to work on authentic research 
questions in the course. This is widely viewed as a high-impact educational practice 
because it encourages “inquiry-based, student-centered activities” [18]. 

 
Unlike other courses on quantum computing, our students will develop a quantum computer 
simulator. A survey of textbooks revealed that many books are either too mathematical or not 
sufficiently mathematical for an introductory, majors-level, college course for STEM students. If 
the book or course included programming, the approach relied on existing simulators which do 
not necessarily challenge students to grapple with the underlying theory. We are choosing a more 
practical approach in our courses by having students learn the theory and concurrently code their 
own quantum computer simulator from the ground up. 
 
At Loyola University Maryland, undergraduate students have the opportunity to do research 
during the summer and academic year. During Summer 2021, the authors collaboratively 
mentored two undergraduate students, one majoring in physics and the other in computer 
science. Our observations and assessment of this summer research effort served as the genesis 
for the proposed interdisciplinary courses in quantum computing. 
 
3. Two-semester course sequence on quantum computing  
 
The first course in the sequence is targeted primarily at sophomore and junior level students 
majoring in physics, computer science, and electrical engineering. Because their preparations 
vary and we would like undergraduates to take quantum computing courses from different entry 
points, we limit the prerequisites for the first course to Calculus I and an introductory 
programming course. We do not assume prior background in college physics, quantum 
mechanics, linear algebra, or complex numbers, but we do assume a solid knowledge of high 
school algebra and trigonometry. Calculus I is a prerequisite to ensure a base level of 
mathematical maturity. Table 1 summarizes the relevant course background for our proposed 
courses and discusses whether or not they are prerequisites. 
 
 
 



Table 1.  Prerequisites and related courses for our quantum computing course  

Course Comments 

Calculus I Required: even though calculus is not necessary for 
understanding quantum computing, having the course 
ensures a basic level of mathematical maturity 

Introductory Programming Required: all students will be expected to a have basic 
level of programming competence 

Object-Oriented Programming 
(OOP) 

Not required: code templates along with tutorials will 
allow students to pick up the required skills. CS students 
will typically have OOP in their third semester. 

Linear Algebra Not required: understanding of vector spaces and matrix 
mathematics will be developed in the intro course 

Complex Mathematics Not required: the first course will emphasize 
computations using real numbers, with complex math 
introduced towards the end and developed further in the 
second course 

Quantum Physics Not required: an understanding of the physics of, for 
example, superposition and measurement will be 
introduced in the course. Quantum computer hardware 
will be described conceptually. 
 

 
 
Our quantum computing courses will integrate paper-and-pencil exercises covering the physics 
and mathematical background with writing Python code to simulate quantum gates and circuits. 
Table 2 shows the topics to be covered in the first course. The paper-and-pencil exercises will 
use Dirac notation (bra-ket) starting from a 1-qubit system to an N-qubit register. Quantum 
mechanics concepts for understanding quantum computing will be taught along with basic 
concepts in probability and statistics. To develop a quantum computer simulator, the students 
will concurrently learn an alternate representation of quantum states by writing them as column 
vectors and gates as matrices. The necessary linear algebra will be taught in the course. A more 
detailed description of the simulator appears in Section 4. The combination of basic quantum 
computing concepts and mathematical formalism is at a level higher than most of the approaches 
used in high school courses or with a general audience, but at a lower level than current books 
targeting graduate and upper division undergraduate physics courses. 
 
A complete understanding of quantum computing requires complex numbers, but in the first 
course the students will start with algorithms that require only real numbers such as binary 
addition and Grover’s search [19]. The aim is for students to quickly gain an understanding of 
many of the building blocks used in more sophisticated quantum algorithms. Later, complex 
numbers and algorithms will be introduced and thoroughly covered in the second course (Table 
3) so that the key building blocks such as quantum phase estimation and its inverse, the quantum 
Fourier transform can be understood. These are important, for example, for comprehending 
Shor’s algorithm.  



Table 2.  Outline for the first quantum computing course  

Topic Quantum computer simulator activities 
Introduction: importance of quantum 
computing. Traditional vs quantum 
computing, conventional logic gates vs 
quantum computing gates. Quantum circuit 
diagram. Hardware using 2-state physical 
systems. 

 

1-qubit quantum circuits. Gates include 
NOT, Hadamard, phase-shift of 0and 180. 
Successive gate operations. Hand 
calculations to understand basic physics 
concepts such as superposition and relative 
phase using real numbers. Introduction to 
quantum measurements. 

2x2 matrices, matrix multiplication, calculating 
1-qubit states as they evolve in the circuit. 
 
Simulate quantum measurements at the 1-qubit 
level. 
 

2-qubit quantum circuits. Hand calculations 
on superposition, entanglement, orthonormal 
states, tensor products, orthogonal and 
symmetric matrices. More on measurements. 

4x4 matrices. Ex. CNOT, H⊗2, controlled-phase 
shift, etc. Write code for tensor products to 
calculate matrices and vectors; quantum state 
vector calculations. Measurement simulation 

Multiqubit quantum circuits.  Gates 
involving 3 or more qubits. Construct 
matrices where control and target are on 
arbitrary lines. Construct other matrices 
acting on multiqubits. More complex 
circuits. 

8x8 and larger matrices, e.g., Toffoli, 
controlled-U, custom gates, etc. Construct 
circuits with partial quantum gate sets, such as 
addition, random byte generator, Deutsch, etc. 
Use simulator to assist with hand calculations to 
understand circuits. 

Algorithms that can be handled with real 
numbers. Theory and coding. 

Deutsch algorithm, Simon’s algorithm, 
Grover’s database search algorithm, and 
Deutsch-Jozsa algorithm 

Intro to circuits involving complex numbers 
(to be continued in Course 2) 

Phase-shift gate (rotation gate), 
Hadamard test 

Mini-course project Research topic in quantum computing. 
Simulation of basic algorithm and/or addition of 
new features to simulator 

 
Students should develop a conceptual understanding of qubits and how they are implemented in 
real quantum computing hardware. For both courses, we will incorporate active learning in the 
classroom. For example, there will be a day when students will work with a real quantum 
computer available through IBM Quantum [20] and begin to appreciate noise in quantum 
computations. To understand two-state physical phenomena, students could study examples from 
quantum optics by using worksheets, graphical constructions, and hands-on activities pertaining 
to the polarization of light [21], [22]. 
 
In the process of creating the first course, the instructors will develop intermediate-level quantum 
circuits to help scaffold the learning process. There tends to be a large jump in complexity from 
algorithms such as the two-qubit Deutsch algorithm to the next algorithm in many textbooks. 
Another need is a consistent design methodology for implementing arbitrary, multiqubit matrices 



frequently found in published algorithms for pedagogical purposes (e.g., see Candela’s tutorial 
paper [23]). Such matrices support the high-level presentation of an algorithm, but typically 
cannot be directly implemented on a physical quantum computer. While we can incorporate such 
matrices in the simulator, we need to search for methods to decompose them into a sequence of 
simpler gates. We note in Section 6 that studying this problem would be a good student research 
project. 
 
After completing the first course, students will have a solid foundation in quantum computing 
from which they can pursue more advanced topics through research under the guidance of a 
faculty mentor. By developing their own code to simulate quantum circuits, the students will be 
well positioned to make extensions that enable them to study meaningful research questions 
through simulation. This is particularly advantageous for doing research that requires 
modification of the code to extend its capabilities. A collection of such future research topics is 
considered in Section 6.  
 

Table 3.  Outline for the second quantum computing course  

Topic Quantum computer simulator activities 
Circuits involving complex numbers. 
Complex number manipulations, relative 
phase (general treatment), unitary matrices. 
Algorithms requiring complex numbers. 

Quantum phase estimation, Quantum Fourier 
transform, Shor’s factoring algorithm, and 
Solving system of linear equations 

Is there a finite universal gate set? Is there a 
set of gates from which it is possible to 
construct any quantum circuit? Learn how to 
write arbitrary multiqubit, unitary matrices. 

Build a more complete gate set based on a 
survey of quantum gates used in the literature 
(see Section 6 as a possible research topic).  

Physical quantum computers based on 2-
state systems: Qualitative introduction to 
photon polarization, ion trapping, 
superconducting systems, etc.  

Lab day: Work with a real quantum computer 
provided by IBM Quantum. Understand 
concepts in noise and decoherence. 

Additional quantum computing topics 
Reversibility, no-cloning theorem, ancilla 
bits, oracle, Bloch sphere, quantum error 
correction, quantum communication, 
quantum cryptography, machine learning 

Implement selected topics on simulator 

Course projects Research topic in quantum computing. 
Simulation of algorithm and/or addition of new 
features to simulator 

 
 
4. Development of a Python-based quantum computer simulator 
 
4.1 The Integration of the Simulator into the Course 
 
While a variety of open-source simulators exist for simulating quantum circuits, such as Cirq 
developed by Google and Qiskit by IBM [24], [25], our expectation is that students will better 
internalize the details of quantum computing by writing their own simulator from the ground up. 



There are several reasons. First, through their work going into the design and development of the 
code, students will gain a deeper understanding of the differences between traditional computing 
and quantum computing. As the renowned computer science professor Donald Knuth stated: 
“The truth is you don’t understand something until you’ve taught it to a computer, until you’ve 
been able to program it” [26]. Second, having a simulator facilitates the study of complex 
circuits. As the size of the matrices grows as 2 2 , for 𝑛 qubits, analyzing a system with more 
than three qubits becomes challenging when done purely by hand. Third, writing the code for 
one’s own simulator enables the students to tinker with it more easily, which also serves to 
improve their understanding. For example, they can organize the code to be optimal for each 
algorithm or add functions to improve their understanding such as inspecting the quantum state 
at arbitrary internal points in the circuits or selecting how to display the outputs. 
 
Tables 2 and 3 give examples of how the development of the simulator will augment the theory 
and the paper-and-pencil exercises. Students will use the Python library NumPy, which provides 
the necessary matrix representations and operations in a form accessible to beginning 
programmers. Python classes will be used to structure the code requiring teaching some elements 
of object-oriented programming (OOP). While not all students will have been exposed to OOP 
prior to the first quantum computing course, the faculty already have developed a framework for 
a simulator and will guide the students to write the code for selected methods. Faculty will also 
provide a basic introduction to the OOP features of the Python programming language. The 
students will work in interdisciplinary teams, where the CS students will be helpful in guiding 
their peers in this area. Thus, previous knowledge of OOP will not be necessary. Other 
programming possibilities that will enhance student learning include writing their own tensor 
product function for combining vector spaces instead of using the NumPy function, using a 
random number generator to simulate the outcomes of quantum measurements, and displaying 
the measured results in a histogram. Finally, the students will use their simulator to explore the 
interaction between a quantum computer and a conventional (classical) computer. 
 
4.2 Lessons Learned from the Simulator Developed by Students 
 
As a research project in Summer 2021, two students worked on developing a quantum computer 
simulator. One student was a physics major who had just finished his freshman year. He had 
taken two programming courses. The other student was a computer science major who had just 
finished his sophomore year with four programming courses completed. The students selected 
for our summer research program are usually exceptional students and so they would not be 
representative of the typical student in our proposed courses. Nevertheless, it is noteworthy that 
without any prior knowledge of quantum computing, but through reading the relevant literature 
and working through tutorials developed by their mentors, the students obtained sufficient 
understanding of quantum computing to create the simulator from scratch. Also, it should be 
noted that in our proposed courses, the students will have code templates as guides for 
developing their simulator. The instructors gained insight on the best ways to integrate coding 
activities into the proposed courses and where students need more assistance. 
 
1. An object-oriented approach is a viable and the preferred method for organizing the code. 

The learning curve of the summer students was instructive in designing the goals of the 
course simulator. For example, the student’s initial approach was to use string encoding 



rather than Python classes and objects. While this naive approach enabled them to get up-
and-running quickly, it would have become an increasing burden as the code base grew.  
Fortunately, the suggestion that they switch to the use of gate objects was sufficient for them 
to produce a much more modular, object-based simulator. Thus, we expect it to be feasible 
for the course simulator to be object-based from the beginning, assuming we provide some 
initial examples. 

2. Multiqubit gates, especially when applied to non-adjacent qubits, are challenging. 
In the initial stages of learning about a 2-qubit gate such as CNOT, the gate acts on adjacent 
qubits. To handle most algorithms, there has to be a method to work with gates where the 
qubits are not adjacent. The students were able to develop code by themselves to ‘swap’ 
qubits until they were adjacent, but the final code lacked design thought. The instructors 
realized that course time needs to be spent on how to handle multiqubit gates. 

3. In the simulator, one must think about how to best specify the sequence in which gates are 
executed. 
In quantum circuit diagrams, time flows from left to right. In the student simulator, each new 
gate was placed in the leftmost available position of the circuit diagram. This resulted in code 
that was difficult to read and impossible to edit.  The course simulator will support gates 
placed at user-specified moments in time. Tests with the newly designed simulator show that 
it is flexible and easy to edit. 

 
5. Learning Outcomes 
 
Table 4 summarizes the learning objectives for our proposed courses. The objectives are 
informed by our work with students and the literature [27], [28], [29]. 
 

Table 4.  Learning Outcomes of the Courses  

From taking these courses, the student will be able to 
1.  describe the basic concepts in quantum mechanics such as wavefunction (state), 

superposition, entanglement, and measurement 
2. perform the fundamental mathematical operations associated with quantum gates and 

qubits 
3. write computer code to implement the matrix operations associated with quantum gates 
4. articulate the advantages of quantum computing over traditional computing 
5. write code to make measurements, display them, and interpret the results 
6. simulate a quantum circuit of ‘moderate complexity’ on their quantum computer 

simulator 
7. describe the theory and implementation of the Quantum Fourier Transform and Shor’s 

algorithm 
8. design simple quantum circuits 
9. describe the limitations of near-term quantum computing systems and effects of noise 

10. list some important areas where quantum computing can make a contribution 
11. list some areas of future research in quantum computing 
12. describe qualitatively several examples of quantum computing hardware and their 

physical principles 



6. Ideas for Student Research Projects 
 
Getting students to the point where they have enough background to do research with faculty in 
the area of quantum computing is an important goal of these courses. Giving students the 
experience of working on an open-ended research problem, even though it may be somewhat 
limited within the context and timeframe of the course, will be an important motivating activity 
where students gain “the sense of excitement that comes from working to answer important 
questions” [30]. There are several benefits of involving undergraduate students in research 
including improvements in student learning and cognition, practical experience in developing 
into a researcher, and retention in the STEM fields [18], [31]. Having students work on a 
research project in quantum computing in the last part of each course will give them a good 
introductory experience into what scientists and engineers do in terms of current and future 
problems and the interdisciplinary nature of the teams [32]. 
 
Suitable mini-student research projects for the first course involve two types: first, to design and 
simulate simplified versions of key algorithms to improve student understanding, and second, to 
extend the features of the simulator to make it more efficient. A good example of the first would 
be implementing a 3-qubit version of Grover’s search algorithm. In a simplified scenario, the 
required oracle is given as an 8x8 matrix where the answer is known beforehand [23]. The 
students would be challenged to implement a more realistic scenario where a quantum database 
is designed to be searched [33]. Part of their assignment would be to read the scholarly literature, 
such as Grover’s original paper [19] and other articles that use amplitude amplification, and to be 
able to explain the basic principles. For the second type of project, students might look at 
implementing features to allow larger qubit circuits to be simulated. One approach is to 
implement functions to handle sparse matrices which often appear in larger qubit circuits – for an 
example see the work of Candela [23]. Another approach involves studying quantum circuits 
with relatively ‘low’ entanglement to see how they can be simplified [34]. 
 
For the second course, students will work on projects that introduce them to problems and issues 
in quantum computing that could be studied later in more detail as a research project with a 
faculty mentor. One example would be studying the computational complexity of quantum 
algorithms and understanding the conditions and assumptions under which quantum speedup can 
be expected. For example, by comparing the quantum Fourier transform (QFT) with its classical 
counterpart through simulation and analysis, there is a risk of overestimating the quantum 
speedup if specific assumptions are not valid [35]. Another type of project would involve 
studying recent papers that propose quantum computing solutions to the most challenging 
optimization problems posited by classical complexity theory [36]. A good example is a 
proposed solution to the traveling salesman problem that encodes the distances between cities as 
phases. By using quantum phase estimation (QPE), a quadratic speedup over classical 
approaches is theorized [37]. Demonstrating that these NP-hard optimization problems can be 
solved more efficiently on a quantum computer is important because it would show the 
supremacy of quantum solutions over classical approaches.  Another project would involve 
adding a noise model to the simulator and evaluate key algorithms such as QFT and Grover. 
Adding this capability would open up a variety of interesting research that involves evaluating 
how well proposed algorithms function on noisy intermediate-scale quantum (NISQ) machines. 
Finally, students can survey the literature on two related issues: how to design gates given the 



constraints posed by actual quantum computer hardware, and how to decompose a large unitary 
matrix, as specified by an algorithm, into a sequence of simpler quantum gates. 
 
7. Summary and Conclusions 
 
This paper the described a proposal for a pair of introductory courses in quantum computing that 
will satisfy the growing need in the quantum industry for ‘quantum aware’ graduates with a 
bachelor’s degree in engineering, physics, or computer science. As advanced mathematical 
prerequisites will not be required, these courses will be accessible to a more diverse population 
of students earlier in their college careers. The excitement that comes from learning advanced 
concepts early in their academic careers combined with the positive experience of working in 
interdisciplinary teams will not only help with the retention of students in the STEM fields, but 
also help motivate them to pursue potential graduate studies. The successful development of a 
Python-based quantum computer simulator from ‘scratch’ by two of our research students over 
the course of one summer gives us a high degree of confidence that this code writing activity can 
be successfully translated into the classroom. The assessment of student learning of quantum 
computing concepts during this process supports our hypothesis that developing such a simulator 
will be an effective method for enhancing the learning of fundamental quantum computing 
concepts. Understanding how to modify and extend the code of the simulator makes possible the 
study of some important open questions in quantum computing at the undergraduate level. 
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